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1. **Install Git**:
   * Download and install Git on your computer from the official Git website: <https://git-scm.com/>.
   * Follow the installation instructions provided for your operating system.
2. **Open Git Bash (Windows) or Terminal (macOS/Linux)**:
   * Git Bash is installed along with Git on Windows. You can find it in the Start menu.
   * On macOS/Linux, open the Terminal from the Applications or by pressing **Ctrl + Alt + T**.
3. **Configure Git**:
   * Set your name and email address. This information will be associated with your commits.
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git config --global user.name "Your Name" git config --global user.email "youremail@example.com"

* + You can also set other configurations like your default text editor:
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git config --global core.editor "nano"

Replace **"nano"** with your preferred text editor (e.g., **"vim"**, **"emacs"**, **"sublime"**, etc.).

1. **Create a GitHub Account (Optional)**:
   * If you want to use GitHub for hosting your repositories or collaborating with others, you can sign up for a GitHub account at <https://github.com/>.
   * Follow the instructions to create an account.
2. **Generate SSH Key (Optional, for GitHub)**:
   * If you're using GitHub and want to securely interact with your repositories, you can generate an SSH key.
   * Follow the instructions provided by GitHub: Generating a new SSH key and adding it to the SSH agent.
3. **Create a New Repository (Optional)**:
   * If you're using GitHub, you can create a new repository from your GitHub account.
   * Click on the "+" icon in the top-right corner of the GitHub website and select "New repository".
4. **Clone Repository (Optional)**:
   * If you've created a repository on GitHub and want to work on it locally, you can clone it to your computer.
   * Navigate to the directory where you want to clone the repository and run:
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git clone <repository\_url>

Replace **<repository\_url>** with the URL of your GitHub repository.

1. **Start Using Git**:
   * Now that Git is set up on your computer, you can start using it for version control.
   * Navigate to your project directory and initialize a new Git repository or start working with an existing repository.

That's it! You've now set up Git for the first time and can start using it to manage your projects locally or collaborate with others on platforms like GitHub.

**Some useful git commands:**

1. **git init**:
   * Initializes a new Git repository in the current directory.
2. **git clone <repository\_url>**:
   * Clones a repository from a remote server to your local machine.
3. **git status**:
   * Shows the current status of your working directory and staging area.
4. **git add <file(s)>**:
   * Adds file(s) to the staging area to be included in the next commit.
5. **git commit -m "Commit message"**:
   * Commits staged changes to the local repository with a descriptive message.
6. **git push <remote\_name> <branch\_name>**:
   * Pushes committed changes from your local repository to a remote repository.
7. **git pull <remote\_name> <branch\_name>**:
   * Fetches changes from a remote repository and merges them into the current branch.
8. **git branch**:
   * Lists all branches in the repository.
9. **git checkout <branch\_name>**:
   * Switches to the specified branch.
10. **git merge <branch\_name>**:
    * Merges changes from the specified branch into the current branch.
11. **git log**:
    * Displays a log of commits in reverse chronological order.
12. **git diff**:
    * Shows changes between commits, commit and working tree, etc.
13. **git remote -v**:
    * Lists all remote repositories and their URLs.
14. **git reset HEAD <file(s)>**:
    * Unstages file(s) from the staging area.
15. **git stash**:
    * Stashes changes in the working directory, allowing you to temporarily store them and switch branches.
16. **git tag <tag\_name>**:
    * Creates a lightweight tag at the current commit.
17. **git revert <commit\_id>**:
    * Reverts a specified commit, creating a new commit that undoes the changes.
18. **git cherry-pick <commit\_id>**:
    * Picks a specific commit from another branch and applies it to the current branch.
19. **git remote add <remote\_name> <repository\_url>**:
    * Adds a new remote repository with the specified name and URL.
20. **git config --list**:
    * Lists all Git configurations set in your environment.

These are just a few examples of commonly used Git commands. There are many more commands and options available depending on your specific use case and workflow. You can always refer to the Git documentation or use **git --help** for more information about a specific command.
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